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**GIT**

**Создание репозитория**

Если у вас уже есть проект в каталоге, который не находится под версионным контролем Git, то для начала нужно перейти в него.

$ cd C:/Users/user/my\_project

а затем выполните команду:

$ git init

Эта команда создаёт в текущем каталоге новый подкаталог с именем .git, содержащий все необходимые файлы репозитория — структуру Git репозитория. На этом этапе ваш проект ещё не находится под версионным контролем.

Если вы хотите добавить под версионный контроль существующие файлы (в отличие от пустого каталога), вам стоит добавить их в индекс и осуществить первый коммит изменений. Добиться этого вы сможете запустив команду git add несколько раз, указав индексируемые файлы, а затем выполнив git commit:

$ git add \*.c

$ git add LICENSE

$ git commit -m 'Initial project version'

Клонирование репозитория осуществляется командой git clone <url>. Например, если вы хотите клонировать библиотеку libgit2, вы можете сделать это следующим образом:

$ git clone https://github.com/libgit2/libgit2

Эта команда создаёт каталог libgit2, инициализирует в нём подкаталог .git, скачивает все данные для этого репозитория и извлекает рабочую копию последней версии. Если вы перейдёте в только что созданный каталог libgit2, то увидите в нём файлы проекта, готовые для работы или использования. Для того, чтобы клонировать репозиторий в каталог с именем, отличающимся от libgit2, необходимо указать желаемое имя, как параметр командной строки:

$ git clone https://github.com/libgit2/libgit2 mylibgit

Эта команда делает всё то же самое, что и предыдущая, только результирующий каталог будет назван mylibgit.

**Первоначальная настройка**

Теперь, когда Git установлен в вашей системе, самое время настроить среду для работы с Git под себя. Это нужно сделать только один раз — при обновлении версии Git настройки сохранятся. Но, при необходимости, вы можете поменять их в любой момент, выполнив те же команды снова.

В состав Git входит утилита git config, которая позволяет просматривать и настраивать параметры, контролирующие все аспекты работы Git, а также его внешний вид. Эти параметры могут быть сохранены в трёх местах:

1. Файл [path]/etc/gitconfig содержит значения, общие для всех пользователей системы и для всех их репозиториев. Если при запуске git config указать параметр --system, то параметры будут читаться и сохраняться именно в этот файл. Так как этот файл является системным, то вам потребуются права суперпользователя для внесения изменений в него.
2. Файл ~/.gitconfig или ~/.config/git/config хранит настройки конкретного пользователя. Этот файл используется при указании параметра --global и применяется ко **всем** репозиториям, с которыми вы работаете в текущей системе.
3. Файл config в каталоге Git (т. е. .git/config) репозитория, который вы используете в данный момент, хранит настройки конкретного репозитория. Вы можете заставить Git читать и писать в этот файл с помощью параметра --local, но на самом деле это значение по умолчанию. Неудивительно, что вам нужно находиться где-то в репозитории Git, чтобы эта опция работала правильно.

Настройки на каждом следующем уровне подменяют настройки из предыдущих уровней, то есть значения в .git/config перекрывают соответствующие значения в [path]/etc/gitconfig.

В системах семейства Windows Git ищет файл .gitconfig в каталоге $HOME (C:\Users\$USER для большинства пользователей). Кроме того, Git ищет файл [path]/etc/gitconfig, но уже относительно корневого каталога MSys, который находится там, куда вы решили установить Git при запуске инсталлятора.

Если вы используете Git для Windows версии 2.х или новее, то так же обрабатывается файл конфигурации уровня системы, который имеет путь C:\Documents and Settings\All Users\Application Data\Git\config в Windows XP или C:\ProgramData\Git\config в Windows Vista и новее. Этот файл может быть изменён только командой git config -f <file>, запущенной с правами администратора.

Чтобы посмотреть все установленные настройки и узнать где именно они заданы, используйте команду:

$ git config --list --show-origin

**Имя пользователя**

Первое, что вам следует сделать после установки Git — указать ваше имя и адрес электронной почты. Это важно, потому что каждый коммит в Git содержит эту информацию, и она включена в коммиты, передаваемые вами, и не может быть далее изменена:

$ git config --global user.name "John Doe"

$ git config --global user.email johndoe@example.com

Опять же, если указана опция --global, то эти настройки достаточно сделать только один раз, поскольку в этом случае Git будет использовать эти данные для всего, что вы делаете в этой системе. Если для каких-то отдельных проектов вы хотите указать другое имя или электронную почту, можно выполнить эту же команду без параметра --global в каталоге с нужным проектом.

Многие GUI-инструменты предлагают сделать это при первом запуске.

**Выбор редактора**

Теперь, когда вы указали своё имя, самое время выбрать текстовый редактор, который будет использоваться, если будет нужно набрать сообщение в Git. По умолчанию Git использует стандартный редактор вашей системы, которым обычно является Vim. Если вы хотите использовать другой текстовый редактор, например, Emacs, можно проделать следующее:

$ git config --global core.editor emacs

В системе Windows следует указывать полный путь к исполняемому файлу при установке другого текстового редактора по умолчанию. Пути могут отличаться в зависимости от того, как работает инсталлятор.

В случае с Notepad++, популярным редактором, скорее всего вы захотите установить 32-битную версию, так как 64-битная версия ещё не поддерживает все плагины. Если у вас 32-битная Windows или 64-битный редактор с 64-битной системой, то выполните следующее:

$ git config --global core.editor "'C:/Program Files/Notepad++/notepad++.exe' -multiInst -notabbar -nosession -noPlugin"

### Настройка ветки по умолчанию

Когда вы инициализируете репозиторий командой git init, Git создаёт ветку с именем **master** по умолчанию. Начиная с версии 2.28, вы можете задать другое имя для создания ветки по умолчанию.

Например, чтобы установить имя **main** для вашей ветки по умолчанию, выполните следующую команду:

$ git config --global init.defaultBranch main

### Проверка настроек

Если вы хотите проверить используемую конфигурацию, можете использовать команду git config --list, чтобы показать все настройки, которые Git найдёт:

$ git config --list

user.name=John Doe

user.email=johndoe@example.com

color.status=auto

color.branch=auto

color.interactive=auto

color.diff=auto

...

Некоторые ключи (названия) настроек могут отображаться несколько раз, потому что Git читает настройки из разных файлов (например, из /etc/gitconfig и ~/.gitconfig). В таком случае Git использует последнее значение для каждого ключа.

Также вы можете проверить значение конкретного ключа, выполнив git config <key>:

$ git config user.name

John Doe

**Создание коммитов, переключение между коммитами**

Добавить коммит в Git можно следующим образом. Для этого необходимо выполнить 2 команды. Первая команда git add -A добавляет все измененные файлы в индекс. А вторая команда создает коммит.

git add -A

git commit -m "Commit message."

Если вам нужно создать коммит, но добавлять в него не все измененные файлы, а только определенные, то при использовании команды git add необходимо указать через пробел добавляемые в индекс файлы. Например:

git add goodfile.cpp goodfile.h

git commit -m "Commit message."

Можно создать коммит одно командой, но только для отслеживаемых файлов. В данном случае в индекс добавляются все изменения файлов, но только тех файлов, которые уже когда-либо были добавлены в Git репозиторий — отслеживаемые файлы (Tracked files). То есть новые неотслеживаемые файлы (Untracked files) данной командой игнорируются.

git commit -a -m "Commit message."

Когда вы создали один или несколько коммитов в своем локальном репозитории, вам, скорее всего, нужно будет отправить все свои изменения на удаленный репозиторий. Для этого используется команда git push. Например, отправим на удаленный репозиторий origin все наши изменения в ветке master:

git push origin master

Для переключения на нужный коммит используется действие checkout.

После переключения, все файлы в проекте станут такими, какими они были в данном коммите.

git checkout commit

Где commit - это хеш (обозначение, имя) коммита, причем можно указывать не весь хеш, а несколько начальных символов хеша.

Вопрос: А как вернуться в самое свежее состояние?

Ответ. Команда:

git checkout

без дополнительных параметров вернет вас в head ревизию.

**Создание веток, переключение между ветками**

Что же на самом деле происходит при создании ветки? Всего лишь создаётся новый указатель для дальнейшего перемещения. Допустим вы хотите создать новую ветку с именем testing. Вы можете это сделать командой git branch :

$ git branch testing

В результате создаётся новый указатель на текущий коммит.

Для переключения на существующую ветку выполните команду git checkout. Давайте переключимся на ветку testing:

$ git checkout testing

В результате указатель HEAD переместится на ветку testing.

**Работа с удаленным репозиторием**

**Просмотр удалённых репозиториев**

Для того, чтобы просмотреть список настроенных удалённых репозиториев, вы можете запустить команду git remote. Она выведет названия доступных удалённых репозиториев. Если вы клонировали репозиторий, то увидите как минимум origin — имя по умолчанию, которое Git даёт серверу, с которого производилось клонирование:

$ git clone https://github.com/schacon/ticgit

Cloning into 'ticgit'...

remote: Reusing existing pack: 1857, done.

remote: Total 1857 (delta 0), reused 0 (delta 0)

Receiving objects: 100% (1857/1857), 374.35 KiB | 268.00 KiB/s, done.

Resolving deltas: 100% (772/772), done.

Checking connectivity... done.

$ cd ticgit

$ git remote

origin

Вы можете также указать ключ -v, чтобы просмотреть адреса для чтения и записи, привязанные к репозиторию:

$ git remote -v

origin https://github.com/schacon/ticgit (fetch)

origin https://github.com/schacon/ticgit (push)

Если у вас больше одного удалённого репозитория, команда выведет их все. Например, для репозитория с несколькими настроенными удалёнными репозиториями в случае совместной работы нескольких пользователей, вывод команды может выглядеть примерно так:

$ cd grit

$ git remote -v

bakkdoor https://github.com/bakkdoor/grit (fetch)

bakkdoor https://github.com/bakkdoor/grit (push)

cho45 https://github.com/cho45/grit (fetch)

cho45 https://github.com/cho45/grit (push)

defunkt https://github.com/defunkt/grit (fetch)

defunkt https://github.com/defunkt/grit (push)

koke git://github.com/koke/grit.git (fetch)

koke git://github.com/koke/grit.git (push)

origin git@github.com:mojombo/grit.git (fetch)

origin git@github.com:mojombo/grit.git (push)

Это означает, что мы можем легко получить изменения от любого из этих пользователей. Возможно, что некоторые из репозиториев доступны для записи и в них можно отправлять свои изменения, хотя вывод команды не даёт никакой информации о правах доступа.

Обратите внимание на разнообразие протоколов, используемых при указании адреса удалённого репозитория; подробнее мы рассмотрим протоколы в разделе [Установка Git на сервер](https://git-scm.com/book/ru/v2/ch00/r_git_on_the_server) главы 4.

**Добавление удалённых репозиториев**

В предыдущих разделах мы уже упоминали и приводили примеры добавления удалённых репозиториев, сейчас рассмотрим эту операцию подробнее. Для того, чтобы добавить удалённый репозиторий и присвоить ему имя (shortname), просто выполните команду git remote add <shortname> <url>:

$ git remote

origin

$ git remote add pb https://github.com/paulboone/ticgit

$ git remote -v

origin https://github.com/schacon/ticgit (fetch)

origin https://github.com/schacon/ticgit (push)

pb https://github.com/paulboone/ticgit (fetch)

pb https://github.com/paulboone/ticgit (push)

Теперь вместо указания полного пути вы можете использовать pb. Например, если вы хотите получить изменения, которые есть у Пола, но нету у вас, вы можете выполнить команду git fetch pb:

$ git fetch pb

remote: Counting objects: 43, done.

remote: Compressing objects: 100% (36/36), done.

remote: Total 43 (delta 10), reused 31 (delta 5)

Unpacking objects: 100% (43/43), done.

From https://github.com/paulboone/ticgit

\* [new branch] master -> pb/master

\* [new branch] ticgit -> pb/ticgit

Ветка master из репозитория Пола сейчас доступна вам под именем pb/master. Вы можете слить её с одной из ваших веток или переключить на неё локальную ветку, чтобы просмотреть содержимое ветки Пола. Более подробно работа с ветками рассмотрена в главе Ветвление в Git.

**Получение изменений из удалённого репозитория — Fetch и Pull**

Как вы только что узнали, для получения данных из удалённых проектов, следует выполнить:

$ git fetch [remote-name]

Данная команда связывается с указанным удалённым проектом и забирает все те данные проекта, которых у вас ещё нет. После того как вы выполнили команду, у вас должны появиться ссылки на все ветки из этого удалённого проекта, которые вы можете просмотреть или слить в любой момент.

Когда вы клонируете репозиторий, команда clone автоматически добавляет этот удалённый репозиторий под именем «origin». Таким образом, git fetch origin извлекает все наработки, отправленные на этот сервер после того, как вы его клонировали (или получили изменения с помощью fetch). Важно отметить, что команда git fetch забирает данные в ваш локальный репозиторий, но не сливает их с какими-либо вашими наработками и не модифицирует то, над чем вы работаете в данный момент. Вам необходимо вручную слить эти данные с вашими, когда вы будете готовы.

Если ветка настроена на отслеживание удалённой ветки (см. следующий раздел и главу [Ветвление в Git](https://git-scm.com/book/ru/v2/ch00/ch03-git-branching) чтобы получить больше информации), то вы можете использовать команду git pull чтобы автоматически получить изменения из удалённой ветки и слить их со своей текущей. Этот способ может для вас оказаться более простым или более удобным. К тому же, по умолчанию команда git clone автоматически настраивает вашу локальную ветку master на отслеживание удалённой ветки master на сервере, с которого вы клонировали репозиторий. Название веток может быть другим и зависит от ветки по умолчанию на сервере. Выполнение git pull, как правило, извлекает (fetch) данные с сервера, с которого вы изначально клонировали, и автоматически пытается слить (merge) их с кодом, над которым вы в данный момент работаете.

|  |  |
| --- | --- |
| **Примечание** | Начиная с версии 2.27, команда git pull выдаёт предупреждение, если настройка pull.rebase не установлена. Git будет выводить это предупреждение каждый раз пока настройка не будет установлена.  Если хотите использовать поведение Git по умолчанию (простое смещение вперёд если возможно — иначе создание коммита слияния): git config --global pull.rebase "false"  Если хотите использовать перебазирование при получении изменений: git config --global pull.rebase "true" |

**Отправка изменений в удаленный репозиторий (Push)**

Когда вы хотите поделиться своими наработками, вам необходимо отправить их в удалённый репозиторий. Команда для этого действия простая: git push <remote-name> <branch-name>. Чтобы отправить вашу ветку master на сервер origin (повторимся, что клонирование обычно настраивает оба этих имени автоматически), вы можете выполнить следующую команду для отправки ваших коммитов:

$ git push origin master

Эта команда срабатывает только в случае, если вы клонировали с сервера, на котором у вас есть права на запись, и если никто другой с тех пор не выполнял команду push. Если вы и кто-то ещё одновременно клонируете, затем он выполняет команду push, а после него выполнить команду push попытаетесь вы, то ваш push точно будет отклонён. Вам придётся сначала получить изменения и объединить их с вашими и только после этого вам будет позволено выполнить push. Обратитесь к главе [Ветвление в Git](https://git-scm.com/book/ru/v2/ch00/ch03-git-branching) для более подробного описания, как отправлять изменения на удалённый сервер.

**Просмотр удаленного репозитория**

Если хотите получить побольше информации об одном из удалённых репозиториев, вы можете использовать команду git remote show <remote>. Выполнив эту команду с некоторым именем, например, origin, вы получите следующий результат:

$ git remote show origin

\* remote origin

Fetch URL: https://github.com/schacon/ticgit

Push URL: https://github.com/schacon/ticgit

HEAD branch: master

Remote branches:

master tracked

dev-branch tracked

Local branch configured for 'git pull':

master merges with remote master

Local ref configured for 'git push':

master pushes to master (up to date)

Она выдаёт URL удалённого репозитория, а также информацию об отслеживаемых ветках. Эта команда любезно сообщает вам, что если вы, находясь на ветке master, выполните git pull, ветка master с удалённого сервера будет автоматически влита в вашу сразу после получения всех необходимых данных. Она также выдаёт список всех полученных ею ссылок.

Это был пример для простой ситуации и вы наверняка встречались с чем-то подобным. Однако, если вы используете Git более интенсивно, вы можете увидеть гораздо большее количество информации от git remote show:

$ git remote show origin

\* remote origin

URL: https://github.com/my-org/complex-project

Fetch URL: https://github.com/my-org/complex-project

Push URL: https://github.com/my-org/complex-project

HEAD branch: master

Remote branches:

master tracked

dev-branch tracked

markdown-strip tracked

issue-43 new (next fetch will store in remotes/origin)

issue-45 new (next fetch will store in remotes/origin)

refs/remotes/origin/issue-11 stale (use 'git remote prune' to remove)

Local branches configured for 'git pull':

dev-branch merges with remote dev-branch

master merges with remote master

Local refs configured for 'git push':

dev-branch pushes to dev-branch (up to date)

markdown-strip pushes to markdown-strip (up to date)

master pushes to master (up to date)

Данная команда показывает какая именно локальная ветка будет отправлена на удалённый сервер по умолчанию при выполнении git push. Она также показывает, каких веток с удалённого сервера у вас ещё нет, какие ветки всё ещё есть у вас, но уже удалены на сервере, и для нескольких веток показано, какие удалённые ветки будут в них влиты при выполнении git pull.

**Удаление и переименование удалённых репозиториев**

Для переименования удалённого репозитория можно выполнить git remote rename. Например, если вы хотите переименовать pb в paul, вы можете это сделать при помощи git remote rename:

$ git remote rename pb paul

$ git remote

origin

paul

Стоит упомянуть, что это также изменит имена удалённых веток в вашем репозитории. То, к чему вы обращались как pb/master, теперь стало paul/master.

Если по какой-то причине вы хотите удалить удаленный репозиторий — вы сменили сервер или больше не используете определённое зеркало, или кто-то перестал вносить изменения — вы можете использовать git remote rm:

$ git remote remove paul

$ git remote

origin

При удалении ссылки на удалённый репозиторий все отслеживаемые ветки и настройки, связанные с этим репозиторием, так же будут удалены.

**PYTHON**

**Типы данных в Python**

В Python есть несколько стандартных типов данных:

* Numbers (числа)
* Strings (строки)
* Lists (списки)
* Dictionaries (словари)
* Tuples (кортежи)
* Sets (множества)
* Boolean (логический тип данных)

Эти типы данных можно, в свою очередь, классифицировать по нескольким признакам:

* изменяемые (списки, словари и множества)
* неизменяемые (числа, строки и кортежи)
* упорядоченные (списки, кортежи, строки и словари)
* неупорядоченные (множества)

**Циклы и логические операторы**

## **Оператор цикла**while

Оператор цикла while  выполняет указанный набор инструкций до тех пор, пока условие цикла истинно. Истинность условия определяется также как и в операторе if. Синтаксис оператора while  выглядит так.

while выражение:

инструкция\_1

инструкция\_2

...

инструкция\_n

Выполняемый набор инструкций называется телом цикла.

Пример.

a = **0**

while a < **7**:

print("A")

a += **1**

Буква “А” будет выведена семь раз в столбик.

Пример бесконечного цикла.

a = **0**

while a == **0**:

print("A")

### Операторы break и continue

При работе с циклами используются операторы **break**и **continue**.

Оператор **break**предназначен для досрочного прерывания работы цикла while.

Пример.

a = **0**

while a >= **0**:

if a == **7**:

break

a += **1**

print("A")

В приведенном выше коде, выход из цикла произойдет при достижении переменной a  значения 7. Если бы не было этого условия, то цикл выполнялся бы бесконечно.

Оператор ***continue***  запускает цикл заново, при этом код, расположенный после данного оператора, не выполняется.

Пример.

a = -**1**

while a < **10**:

a += **1**

if a >= **7**:

continue

print("A")

При запуске данного кода символ “А” будет напечатан 7 раз, несмотря на то, что всего будет выполнено 11 проходов цикла.

## **Оператор цикла**for

Оператор for  выполняет указанный набор инструкций заданное количество раз, которое определяется количеством элементов в наборе.

Пример.

for i in range(**5**):

print("Hello")

В результате “Hello” будет выведено пять раз.

Внутри тела цикла можно использовать операторы **break**и **continue**, принцип работы их точно такой же как и в операторе while.

Если у вас есть заданный список, и вы хотите выполнить над каждым элементом определенную операцию (возвести в квадрат и напечатать получившееся число), то с помощью for  такая задача решается так.

lst = [**1**, **3**, **5**, **7**, **9**]

for i in lst:

print(i \*\* **2**)

Также можно пройти по всем буквам в строке.

word\_str = "Hello, world!"

for l in word\_str:

print(l)

Строка “Hello, world!” будет напечатана в столбик.

На этом закончим краткий обзор операторов ветвления и цикла.

Логические операторы

Говоря на естественном языке (например, русском) мы обозначаем сравнения словами "равно", "больше", "меньше". В языках программирования используются специальные знаки, подобные тем, которые используются в математике: > (больше), < (меньше), >= (больше или равно), <= (меньше или равно), == (равно), != (не равно).

Не путайте операцию присваивания значения переменной, обозначаемую в языке Python одиночным знаком "равно", и операцию сравнения (два знака "равно"). Присваивание и сравнение – разные операции.

**Функции, области видимости**

Функция в python - объект, принимающий аргументы и возвращающий значение. Обычно функция определяется с помощью инструкции **def**.

Определим простейшую функцию:

**def** add(x, y):

**return** x + y

Инструкция **return** говорит, что нужно вернуть значение. В нашем случае функция возвращает сумму x и y.

Теперь мы ее можем вызвать:

**>>>** add(1, 10)

11

**>>>** add('abc', 'def')

'abcdef'

Функция может быть любой сложности и возвращать любые объекты (списки, кортежи, и даже функции!):

**>>> def** newfunc(n):

**...**  **def** myfunc(x):

**...**  **return** x + n

**...**  **return** myfunc

**...**

**>>>** new = newfunc(100) *# new - это функция*

**>>>** new(200)

300

Функция может и не заканчиваться инструкцией return, при этом функция вернет значение [None](https://pythonworld.ru/tipy-dannyx-v-python/none.html):

**>>> def** func():

**...**  **pass**

**...**

**>>>** print(func())

None

## Аргументы функции

Функция может принимать произвольное количество аргументов или не принимать их вовсе. Также распространены функции с произвольным числом аргументов, функции с позиционными и именованными аргументами, обязательными и необязательными.

**>>> def** func(a, b, c=2): *# c - необязательный аргумент*

**...**  **return** a + b + c

**...**

**>>>** func(1, 2) *# a = 1, b = 2, c = 2 (по умолчанию)*

5

**>>>** func(1, 2, 3) *# a = 1, b = 2, c = 3*

6

**>>>** func(a=1, b=3) *# a = 1, b = 3, c = 2*

6

**>>>** func(a=3, c=6) *# a = 3, c = 6, b не определен*

Traceback (most recent call last):

File "", line 1, in

func(a=3, c=6)

TypeError: func() takes at least 2 arguments (2 given)

Функция также может принимать переменное количество позиционных аргументов, тогда перед именем ставится \*:

**>>> def** func(\*args):

**...**  **return** args

**...**

**>>>** func(1, 2, 3, 'abc')

(1, 2, 3, 'abc')

**>>>** func()

()

**>>>** func(1)

(1,)

Как видно из примера, args - это [кортеж](https://pythonworld.ru/tipy-dannyx-v-python/kortezhi-tuple.html) из всех переданных аргументов функции, и с переменной можно работать также, как и с кортежем.

Функция может принимать и произвольное число именованных аргументов, тогда перед именем ставится \*\*:

**>>> def** func(\*\*kwargs):

**...**  **return** kwargs

**...**

**>>>** func(a=1, b=2, c=3)

{'a': 1, 'c': 3, 'b': 2}

**>>>** func()

{}

**>>>** func(a='python')

{'a': 'python'}

В переменной kwargs у нас хранится [словарь](https://pythonworld.ru/tipy-dannyx-v-python/slovari-dict-funkcii-i-metody-slovarej.html), с которым мы, опять-таки, можем делать все, что нам заблагорассудится.

## Анонимные функции, инструкция lambda

Анонимные функции могут содержать лишь одно выражение, но и выполняются они быстрее. Анонимные функции создаются с помощью инструкции **lambda**. Кроме этого, их не обязательно присваивать переменной, как делали мы инструкцией def func():

**>>>** func = **lambda** x, y: x + y

**>>>** func(1, 2)

3

**>>>** func('a', 'b')

'ab'

**>>>** (**lambda** x, y: x + y)(1, 2)

3

**>>>** (**lambda** x, y: x + y)('a', 'b')

'ab'

lambda функции, в отличие от обычной, не требуется инструкция return, а в остальном, ведет себя точно так же:

**>>>** func = **lambda** \*args: args

**>>>** func(1, 2, 3, 4)

(1, 2, 3, 4)

**Контейнеры (массивы)**

**Одномерные массивы в Python** представляют собой список элементов. Значения указываются внутри квадратных скобок, где перечисляются через запятую. Как правило, любой элемент можно вызвать по индексу и присвоить ему новое значение.

Пустой список:

a **=** []

Массив строк в **Python**:

Prime **=** ['string1', 'string2', 'string3']

Prime[1] **=** 'string2'; **//**true

Чтобы возвратить число элементов внутри списка, используют функцию len():

len(Prime) **==** 4; **//** true

Когда нужно перечислить элементы массива, применяют цикл for. В «**Питоне**» этот цикл перебирает элементы, а не индексы, как в Pascal:

**for** elem **in** [1, 4, 67]

Идём дальше. Создать и добавить цикл в **Python** можно с помощью генератора заполнения списков. Записывается он в следующем виде: [значение массива for имя переменной in число элементов];

Если говорить про создание не одномерного, а **двумерного массива**, то он в **Python** создаётся путём использования вложенных генераторов, и выглядит это так:

[[0 **for** j **in** range(m)] **for** i **in** range(n)]

## Как создаются матрицы в Python?

Добавление и модификация массивов или матриц (**matrix**) в **Python** осуществляется с помощью библиотеки **NumPy**. Вы можете создать таким образом и одномерный, и двумерный, и многомерный массив. Библиотека обладает широким набором пакетов, которые необходимы, чтобы успешно решать различные математические задачи. Она не только поддерживает создание двумерных и многомерных массивов, но обеспечивает работу однородных многомерных матриц.

Чтобы получить доступ и начать использовать функции данного пакета, его импортируют:

**import** numpy **as** np

Функция array() — один из самых простых способов, позволяющих динамически задать одно- и двумерный массив в **Python**. Она создаёт объект типа ndarray:

array **=** np**.**array(**/\*** множество элементов **\*/**)

Для проверки используется функция array.type() — принимает в качестве аргумента имя массива, который был создан.

Если хотите сделать переопределение типа массива, используйте на стадии создания dtype=np.complex:

array2 **=** np**.**array([ **/\***элементы**\*/**, dtype**=**np**.**complex)

Когда стоит задача задать одномерный или двумерный массив определённой длины в **Python**, и его значения на данном этапе неизвестны, происходит его заполнение нулями функцией zeros(). Кроме того, можно получить матрицу из единиц через функцию ones(). При этом в качестве аргументов принимают число элементов и число вложенных массивов внутри:

np**.**zeros(2, 2, 2)

К примеру, так в Python происходит задание двух массивов внутри, которые по длине имеют два элемента:

array([

[[0, 0]]

[[0, 0]]]

)

Если хотите вывести одно- либо двумерный массив на экран, вам поможет функция print(). Учтите, что если матрица слишком велика для печати, **NumPy** скроет центральную часть и выведет лишь крайние значения. Дабы увидеть массив полностью, используется функция set\_printoptions(). При этом по умолчанию выводятся не все элементы, а происходит вывод только первой тысячи. И это значение массива указывается в качестве аргумента с ключевым словом **threshold**.

## Базовые операции в NumPy

Все действия, производимые над компонентами массива, оборачиваются созданием нового массива. При этом массивы и матрицы взаимодействуют в том случае, если имеют один и тот же размер:

array1 **=** np**.**array([[1, 2, 3], [1, 2, 3]])

array2 **=** np**.**array([[1, 2, 3], [1, 2, 3], [1, 2, 3]])

Если выполнить array1 + array2, компилятор скажет об ошибке, а всё потому, что размер первого matrix равен двум, а второго трём.

array1 **=** np**.**array([1, 2, 5, 7])

array2 **=** arange([1, 5, 1])

В данном случае array1 + array2 вернёт нам массив со следующими элементами: 2, 4, 8, 11. Здесь не возникнет ошибки, т. к. матрицы имеют одинаковые размеры. Причём вместо ручного сложения часто применяют функцию, входящую в класс ndarray sum():

np**.**array(array1 **+** array1) **==** array1 **+** array2

В ndarray входит большая библиотека методов, необходимых для выполнения математических операций.

## Форма матрицы в Python

Lenght matrix (длина матрицы) в Python определяет форму. Длину матрицы проверяют методом shape().

Массив с 2-мя либо 3-мя элементами будет иметь форму (2, 2, 3). И это состояние изменится, когда в shape() будут указаны аргументы: первый — число подмассивов, второй — размерность каждого подмассива.

Те же задачи и ту же операцию выполнит reshape(). Здесь **lenght** и другие параметры matrix определяются числом столбцов и строк.

Есть методы и для манипуляции формой. Допустим, при манипуляциях с двумерными или многомерными массивами можно сделать одномерный путём выстраивания внутренних значений последовательно по возрастанию. А чтобы поменять в матрице строки и столбцы местами, применяют transpose().

## Операции со срезами matrix в Python

Часто мы работаем не с целым массивом, а с его компонентами. Эти операции выполняются с помощью метода слайс (срез). Он пришел на замену циклу for, при котором каждый элемент подвергался перебору. Метод позволяет получать копии matrix, причём манипуляции выполняются в виде [start:stop:step]. В данном случае **start** — индекс элемента, с которого берётся отсчёт, **stop** — последний элемент, **step** — размер шага или число пропускаемых значений элемента при каждой итерации. Изначально start равен нулю, stop — индексу последнего элемента, step — единице. Если выполнить операции без аргументов, копирование и добавление списка произойдёт полностью.

Допустим, имеем целочисленный массив otus = [1, 2, 3, 4]. Для копирования и вывода используем otus[:]. В итоге произойдёт вывод последовательности [1, 2, 3, 4]. Но если аргументом станет отрицательное значение, допустим, -2, произойдёт вывод уже других данных:

otus[**-**2]; **//**[4]

Возможны и другие операции. Например, если добавить ещё одно двоеточие, будет указан шаг копируемых элементов. Таким образом, otus[::2] позволит вывести матрицу [1, 3].

Если ввести отрицательное значение, к примеру, [::-2] отсчёт начнётся с конца, и в результате произойдёт вывод [3, 1]. Остаётся добавить, что метод среза позволяет гибко работать с матрицами и вложенными списками в **Python**.

**Numpy**

NumPy это open-source модуль для python, который предоставляет общие математические и числовые операции в виде пре-скомпилированных, быстрых функций. Они объединяются в высокоуровневые пакеты. Они обеспечивают функционал, который можно сравнить с функционалом MatLab. NumPy (Numeric Python) предоставляет базовые методы для манипуляции с большими массивами и матрицами. SciPy (Scientific Python) расширяет функционал numpy огромной коллекцией полезных алгоритмов, таких как минимизация, преобразование Фурье, регрессия, и другие прикладные математические техники.

**import** numpy **as** np

Это выражение позволяет нам получать доступ к numpy объектам используя np.X вместо numpy.X.

Главной особенностью numpy является объект array. Массивы схожи со списками в python, исключая тот факт, что элементы массива должны иметь одинаковый тип данных, как float и int. С массивами можно проводить числовые операции с большим объемом информации в разы быстрее и, главное, намного эффективнее чем со списками.  
Создание массива из списка:

a = np.array([1, 4, 5, 8], float)

>>> a

array([ 1., 4., 5., 8.])

>>> type(a)

<**class** '**numpy**.**ndarray**'>

Здесь функция array принимает два аргумента: список для конвертации в массив и тип для каждого элемента. Ко всем элементам можно получить доступ и манипулировать ими так же, как вы бы это делали с обычными списками:

>>> a[:2]

array([ 1., 4.])

>>> a[3]

8.0

>>> a[0] = 5.

>>> a

array([ 5., 4., 5., 8.])

Массивы могут быть и многомерными. В отличии от списков можно использовать запятые в скобках. Вот пример двумерного массива (матрица):

>>> a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> a

array([[ 1., 2., 3.],

[ 4., 5., 6.]])

>>> a[0,0]

1.0

>>> a[0,1]

2.0

Array slicing работает с многомерными массивами аналогично, как и с одномерными, применяя каждый срез, как фильтр для установленного измерения. Используйте ":" в измерении для указывания использования всех элементов этого измерения

>>> a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> a[1,:]

array([ 4., 5., 6.])

>>> a[:,2]

array([ 3., 6.])

>>> a[-1:, -2:]

array([[ 5., 6.]])

Метод shape возвращает количество строк и столбцов в матрице:

>>> a.shape

(2, 3)

Метод dtype возвращает тип переменных, хранящихся в массиве:

>>> a.dtype

dtype('float64')

Тут float64, это числовой тип данных в numpy, который используется для хранения вещественных чисел двойной точности. Так же как float в Python.  
Метод len возвращает длину первого измерения (оси):

a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> len(a)

2

Метод in используется для проверки на наличие элемента в массиве:

>>> a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> 2 **in** a

True

>>> 0 **in** a

False

Массивы можно переформировать при помощи метода, который задает новый многомерный массив. Следуя следующему примеру, мы переформатируем одномерный массив из десяти элементов во двумерный массив, состоящий из пяти строк и двух столбцов:

>>> a = np.array(range(10), float)

>>> a

array([ 0., 1., 2., 3., 4., 5., 6., 7., 8., 9.])

>>> a = a.reshape((5, 2))

>>> a

array([[ 0., 1.],

[ 2., 3.],

[ 4., 5.],

[ 6., 7.],

[ 8., 9.]])

>>> a.shape

(5, 2)

Обратите внимание, метод reshape создает новый массив, а не модифицирует оригинальный.  
Имейте ввиду, связывание имен в python работает и с массивами. Метод copy используется для создания копии существующего массива в памяти:

>>> a = np.array([1, 2, 3], float)

>>> b = a

>>> c = a.copy()

>>> a[0] = 0

>>> a

array([0., 2., 3.])

>>> b

array([0., 2., 3.])

>>> c

array([1., 2., 3.])

Списки можно тоже создавать с массивов:

>>> a = np.array([1, 2, 3], float)

>>> a.tolist()

[1.0, 2.0, 3.0]

>>> list(a)

[1.0, 2.0, 3.0]

Можно также переконвертировать массив в бинарную строку (то есть, не human-readable форму). Используйте метод tostring для этого. Метод fromstring работает в для обратного преобразования. Эти операции иногда полезны для сохранения большого количества данных в файлах, которые могут быть считаны в будущем.

>>> a = array([1, 2, 3], float)

>>> s = a.tostring()

>>> s

'\x00\x00\x00\x00\x00\x00\xf0?\x00\x00\x00\x00\x00\x00\x00@\x00\x00\x00\x00\x00\x00\x08@'

>>> np.fromstring(s)

array([ 1., 2., 3.])

Заполнение массива одинаковым значением.

>>> a = array([1, 2, 3], float)

>>> a

array([ 1., 2., 3.])

>>> a.fill(0)

>>> a

array([ 0., 0., 0.])

Транспонирование массивов также возможно, при этом создается новый массив:

>>> a = np.array(range(6), float).reshape((2, 3))

>>> a

array([[ 0., 1., 2.],

[ 3., 4., 5.]])

>>> a.transpose()

array([[ 0., 3.],

[ 1., 4.],

[ 2., 5.]])

Многомерный массив можно переконвертировать в одномерный при помощи метода flatten:

>>> a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> a

array([[ 1., 2., 3.],

[ 4., 5., 6.]])

>>> a.flatten()

array([ 1., 2., 3., 4., 5., 6.])

Два или больше массивов можно сконкатенировать при помощи метода concatenate:

>>> a = np.array([1,2], float)

>>> b = np.array([3,4,5,6], float)

>>> c = np.array([7,8,9], float)

>>> np.concatenate((a, b, c))

array([1., 2., 3., 4., 5., 6., 7., 8., 9.])

Если массив не одномерный, можно задать ось, по которой будет происходить соединение. По умолчанию (не задавая значения оси), соединение будет происходить по первому измерению:

>>> a = np.array([[1, 2], [3, 4]], float)

>>> b = np.array([[5, 6], [7,8]], float)

>>> np.concatenate((a,b))

array([[ 1., 2.],

[ 3., 4.],

[ 5., 6.],

[ 7., 8.]])

>>> np.concatenate((a,b), axis=0)

array([[ 1., 2.],

[ 3., 4.],

[ 5., 6.],

[ 7., 8.]])

>>>

np.concatenate((a,b), axis=1)

array([[ 1., 2., 5., 6.],

[ 3., 4., 7., 8.]])

В заключении, размерность массива может быть увеличена при использовании константы newaxis в квадратных скобках:

>>> a = np.array([1, 2, 3], float)

>>> a

array([1., 2., 3.])

>>> a[:,np.newaxis]

array([[ 1.],

[ 2.],

[ 3.]])

>>> a[:,np.newaxis].shape

(3,1)

>>> b[np.newaxis,:]

array([[ 1., 2., 3.]])

>>> b[np.newaxis,:].shape

(1,3)

Заметьте, тут каждый массив двумерный; созданный при помощи newaxis имеет размерность один. Метод newaxis подходит для удобного создания надлежаще-мерных массивов в векторной и матричной математике.

# **Другие пути создания массивов**

Функция arange аналогична функции range, но возвращает массив:

>>> np.arange(5, dtype=float)

array([ 0., 1., 2., 3., 4.])

>>> np.arange(1, 6, 2, dtype=int)

array([1, 3, 5])

Функции zeros и ones создают новые массивы с установленной размерностью, заполненные этими значениями. Это, наверное, самые простые в использовании функции для создания массивов:

>>> np.ones((2,3), dtype=float)

array([[ 1., 1., 1.],

[ 1., 1., 1.]])

>>> np.zeros(7, dtype=int)

array([0, 0, 0, 0, 0, 0, 0])

Функции zeros\_like и ones\_like могут преобразовать уже созданный массив, заполнив его нулями и единицами соответственно:

>>> a = np.array([[1, 2, 3], [4, 5, 6]], float)

>>> np.zeros\_like(a)

array([[ 0., 0., 0.],

[ 0., 0., 0.]])

>>> np.ones\_like(a)

array([[ 1., 1., 1.],

[ 1., 1., 1.]])

Также есть некоторое количество функций для создания специальных матриц. Для создания квадратной матрицы с главной диагональю, которая заполненная единицами, воспользуемся методом identity:

>>> np.identity(4, dtype=float)

array([[ 1., 0., 0., 0.],

[ 0., 1., 0., 0.],

[ 0., 0., 1., 0.],

[ 0., 0., 0., 1.]])

Функция eye возвращает матрицу с единичками на к-атой диагонали:

>>> np.eye(4, k=1, dtype=float)

array([[ 0., 1., 0., 0.],

[ 0., 0., 1., 0.],

[ 0., 0., 0., 1.],

[ 0., 0., 0., 0.]])

**Математические операции над массивами**

Когда для массивов мы используем стандартные математические операции, должен соблюдаться принцип: элемент--элемент. Это означает, что массивы должны быть одинакового размера во время сложения, вычитания и тому подобных операций:

>>> a = np.array([1,2,3], float)

>>> b = np.array([5,2,6], float)

>>> a + b

array([6., 4., 9.])

>>> a – b

array([-4., 0., -3.])

>>> a \* b

array([5., 4., 18.])

>>> b / a

array([5., 1., 2.])

>>> a % b

array([1., 0., 3.])

>>> b\*\*a

array([5., 4., 216.])

Для двухмерных массивов, умножение остается поэлементным и не соответствует умножению матриц. Для этого существуют специальные функции, которые мы изучим позже.

>>> a = np.array([[1,2], [3,4]], float)

>>> b = np.array([[2,0], [1,3]], float)

>>> a \* b

array([[2., 0.], [3., 12.]])

При несоответствии в размере выбрасываются ошибки:

>>> a = np.array([1,2,3], float)

>>> b = np.array([4,5], float)

>>> a + b

Traceback (most recent call last):

File "<stdin>", line 1, **in** <module>

ValueError: operands could **not** be broadcast together **with** shapes (3,) (2,)

Однако, если размерность массивов не совпадает, они будут преобразованы для выполнения математических операций. Это зачастую означает, что меньший массив будет использован несколько раз для завершения операций. Рассмотрим такой пример:

>>> a = np.array([[1, 2], [3, 4], [5, 6]], float)

>>> b = np.array([-1, 3], float)

>>> a

array([[ 1., 2.],

[ 3., 4.],

[ 5., 6.]])

>>> b

array([-1., 3.])

>>> a + b

array([[ 0., 5.],

[ 2., 7.],

[ 4., 9.]])

Тут, одномерный массив b был преобразован в двухмерный, который соответствует размеру массива a. По существу, b был повторен несколько раз, для каждой «строки» a. Иначе его можно представить так:

array([[-1., 3.],

[-1., 3.],

[-1., 3.]])

Python автоматически преобразовывает массивы в этом случае. Иногда, однако, когда преобразование играет роль, мы можем использовать константу newaxis, чтобы изменить преобразование:

>>> a = np.zeros((2,2), float)

>>> b = np.array([-1., 3.], float)

>>> a

array([[ 0., 0.],

[0., 0.]])

>>> b

array([-1., 3.])

>>> a + b

array([[-1., 3.],

[-1., 3.]])

>>> a + b[np.newaxis,:]

array([[-1., 3.],

[-1., 3.]])

>>> a + b[:,np.newaxis]

array([[-1., -1.],

[ 3., 3.]])

Вдобавок к стандартным операторам, в numpy включена библиотека стандартных математических функций, которые могут быть применены поэлементно к массивам. Собственно функции: abs, sign, sqrt, log, log10, exp, sin, cos, tan, arcsin, arccos, arctan, sinh, cosh, tanh, arcsinh, arccosh, и arctanh.

>>> a = np.array([1, 4, 9], float)

>>> np.sqrt(a)

array([ 1., 2., 3.])

Функции floor, ceil и rint возвращают нижние, верхние или ближайшие (округлённое) значение:

>>> a = np.array([1.1, 1.5, 1.9], float)

>>> np.floor(a)

array([ 1., 1., 1.])

>>> np.ceil(a)

array([ 2., 2., 2.])

>>> np.rint(a)

array([ 1., 2., 2.])

Также в numpy включены две важные математические константы:

>>> np.pi

3.1415926535897931

>>> np.e

2.7182818284590451

**Перебор элементов массива**

Проводить итерацию массивов можно аналогично спискам:

>>> a = np.array([1, 4, 5], int)

>>> **for** x **in** a:

... **print** x

1

4

5

Для многомерных массивов итерация будет проводиться по первой оси, так, что каждый проход цикла будет возвращать «строку» массива:

>>> a = np.array([[1, 2], [3, 4], [5, 6]], float)

>>> **for** x **in** a:

... **print** x

[ 1. 2.]

[ 3. 4.]

[ 5. 6.]

Множественное присваивание также доступно при итерации:

>>> a = np.array([[1, 2], [3, 4], [5, 6]], float)

>>> **for** (x, y) **in** a:

... **print** x \* y

2.0

12.0

30.0

**Базовые операции над массивами**

Для получения каких-либо свойств массивов существует много функций. Элементы могут быть суммированы или перемножены:

>>> a = np.array([2, 4, 3], float)

>>> a.sum()

9.0

>>> a.prod()

24.0

В этом примере были использованы функции массива. Также можно использовать собственные функции numpy:

>>> np.sum(a)

9.0

>>> np.prod(a)

24.0

Для большинства случаев могут использоваться оба варианта.  
Некие функции дают возможность оперировать статистическими данными. Это функции mean (среднее арифметическое), вариация и девиация:

>>> a = np.array([2, 1, 9], float)

>>> a.mean()

4.0

>>>

a.var()

12.666666666666666

>>> a.std()

3.5590260840104371

Можно найти минимум и максимум в массиве:

>>> a = np.array([2, 1, 9], float)

>>> a.min()

1.0

>>> a.max()

9.0

Функции argmin и argmax возвращают индекс минимального или максимального элемента:

>>> a = np.array([2, 1, 9], float)

>>> a.argmin()

1

>>> a.argmax()

2

Для многомерных массивов каждая из функций может принять дополнительный аргумент axis и в зависимости от его значения выполнять функции по определенной оси, помещая результаты исполнения в массив:

>>> a = np.array([[0, 2], [3, -1], [3, 5]], float)

>>> a.mean(axis=0)

array([ 2., 2.])

>>> a.mean(axis=1)

array([ 1., 1., 4.])

>>> a.min(axis=1)

array([ 0., -1., 3.])

>>> a.max(axis=0)

array([ 3., 5.])

Как и списки, массивы можно отсортировать:

>>> a = np.array([6, 2, 5, -1, 0], float)

>>> sorted(a)

[-1.0, 0.0, 2.0, 5.0, 6.0]

>>> a.sort()

>>> a

array([-1., 0., 2., 5., 6.])

Значения в массиве могут быть «сокращены», чтобы принадлежать заданному диапазону. Это тоже самое что применять min(max(x, minval), maxval) к каждому элементу x:

>>> a = np.array([6, 2, 5, -1, 0], float)

>>> a.clip(0, 5)

array([ 5., 2., 5., 0., 0.])

Уникальные элементы могут быть извлечены вот так:

>>> a = np.array([1, 1, 4, 5, 5, 5, 7], float)

>>> np.unique(a)

array([ 1., 4., 5., 7.])

Для двухмерных массивов диагональ можно получить так:

>>> a = np.array([[1, 2], [3, 4]], float)

>>> a.diagonal()

array([ 1., 4.])

**Pandas**

Pandas — это библиотека для работы с данными на Python. Она упрощает жизнь аналитикам: где раньше использовалось 10 строк кода теперь хватит одной.

Например, чтобы прочитать данные из csv, в стандартном Python надо сначала решить, как хранить данные, затем открыть файл, прочитать его построчно, отделить значения друг от друга и очистить данные от специальных символов.

> with open('file.csv') as f:

... content = f.readlines()

... content = [x.split(',').replace('\n','') for x in content]

В Pandas всё проще. Во-первых, не нужно думать, как будут храниться данные — они лежат в датафрейме. Во-вторых, достаточно написать одну команду:

> data = pd.read\_csv('file.csv')

Pandas добавляет в Python новые структуры данных — серии и датафреймы. Расскажу, что это такое.

## **Структуры данных: серии и датафреймы**

Серии — одномерные массивы данных. Они очень похожи на списки, но отличаются по поведению — например, операции применяются к списку целиком, а в сериях — поэлементно.

То есть, если список умножить на 2, получите тот же список, повторенный 2 раза.

> vector = [1, 2, 3]

> vector \* 2

[1, 2, 3, 1, 2, 3]

А если умножить серию, ее длина не изменится, а вот элементы удвоятся.

> import pandas as pd

> series = pd.Series([1, 2, 3])

> series \* 2

0 2

1 4

2 6

dtype: int64

Обратите внимание на первый столбик вывода. Это индекс, в котором хранятся адреса каждого элемента серии. Каждый элемент потом можно получать, обратившись по нужному адресу.

> series = pd.Series(['foo', 'bar'])

> series[0]

'foo'

Еще одно отличие серий от списков — в качестве индексов можно использовать произвольные значения, это делает данные нагляднее. Представим, что мы анализируем помесячные продажи. Используем в качестве индексов названия месяцев, значениями будет выручка:

> months = ['jan', 'feb', 'mar', 'apr']

> sales = [100, 200, 300, 400]

> data = pd.Series(data=sales, index=months)

> data

jan 100

feb 200

mar 300

apr 400

dtype: int64

Теперь можем получать значения каждого месяца:

> data['feb']

200

Так как серии — одномерный массив данных, в них удобно хранить измерения по одному. На практике удобнее группировать данные вместе. Например, если мы анализируем помесячные продажи, полезно видеть не только выручку, но и количество проданных товаров, количество новых клиентов и средний чек. Для этого отлично подходят датафреймы.

Датафреймы — это таблицы. У их есть строки, колонки и ячейки.

Технически, колонки датафреймов — это серии. Поскольку в колонках обычно описывают одни и те же объекты, то все колонки делят один и тот же индекс:

> months = ['jan', 'feb', 'mar', 'apr']

> sales = {

... 'revenue': [100, 200, 300, 400],

... 'items\_sold': [23, 43, 55, 65],

... 'new\_clients': [10, 20, 30, 40]

...}

> sales\_df = pd.DataFrame(data=sales, index=months)

> sales\_df

revenue items\_sold new\_clients

jan 100 23 10

feb 200 43 20

mar 300 55 30

apr 400 65 40

Объясню, как создавать датафреймы и загружать в них данные.

## **Создаем датафреймы и загружаем данные**

Бывает, что мы не знаем, что собой представляют данные, и не можем задать структуру заранее. Тогда удобно создать пустой датафрейм и позже наполнить его данными.

> df = pd.DataFrame()

А иногда данные уже есть, но хранятся в переменной из стандартного Python, например, в словаре. Чтобы получить датафрейм, эту переменную передаем в ту же команду:

> df = pd.DataFrame(data=sales, index=months))

Случается, что в некоторых записях не хватает данных. Например, посмотрите на список goods\_sold — в нём продажи, разбитые по товарным категориям. За первый месяц мы продали машины, компьютеры и программное обеспечение. Во втором машин нет, зато появились велосипеды, а в третьем снова появились машины, но велосипеды исчезли:

> goods\_sold = [

... {'computers': 10, 'cars': 1, 'soft': 3},

... {'computers': 4, 'soft': 5, 'bicycles': 1},

... {'computers': 6, 'cars': 2, 'soft': 3}

... ]

Если загрузить данные в датафрейм, Pandas создаст колонки для всех товарных категорий и, где это возможно, заполнит их данными:

> pd.DataFrame(goods\_sold)

bicycles cars computers soft

0 NaN 1.0 10 3

1 1.0 NaN 4 5

2 NaN 2.0 6 3

Обратите внимание, продажи велосипедов в первом и третьем месяце равны NaN — расшифровывается как Not a Number. Так Pandas помечает отсутствующие значения.

Теперь разберем, как загружать данные из файлов. Чаще всего данные хранятся в экселевских таблицах или csv-, tsv- файлах.

Экселевские таблицы читаются с помощью команды pd.read\_excel(). Параметрами нужно передать адрес файла на компьютере и название листа, который нужно прочитать. Команда работает как с xls, так и с xlsx:

> pd.read\_excel('file.xlsx', sheet\_name='Sheet1')

Файлы формата csv и tsv — это текстовые файлы, в которых данные отделены друг от друга запятыми или табуляцией:

# CSV

month,customers,sales

feb,10,200

# TSV

month\tcustomers\tsales

feb\t10\t200

Оба читаются с помощью команды .read\_csv(), символ табуляции передается параметром sep (от англ. separator — разделитель):

> pd.read\_csv('file.csv')

> pd.read\_csv('file.tsv', sep='\t')

При загрузке можно назначить столбец, который будет индексом. Представьте, что мы загружаем таблицу с заказами. У каждого заказа есть свой уникальный номер, Если назначим этот номер индексом, сможем выгружать данные командой df[order\_id]. Иначе придется писать фильтр df[df[‘id’] == order\_id ].

О том, как получать данные из датафреймов, я расскажу в одном из следующих разделов. Чтобы назначить колонку индексом, добавим в команду read\_csv() параметр index\_col, равный названию нужной колонки:

> pd.read\_csv('file.csv', index\_col='id')

После загрузки данных в датафрейм, хорошо бы их исследовать — особенно, если они вам незнакомы.

## **Исследуем загруженные данные**

Представим, что мы анализируем продажи американского интернет-магазина. У нас есть данные о заказах и клиентах. Загрузим файл с продажами интернет-магазина в переменную orders. Раз загружаем заказы, укажем, что колонка id пойдет в индекс:

> orders = pd.read\_csv('orders.csv', index\_col='id')

Расскажу о четырех атрибутах, которые есть у любого датафрейма: .shape, .columns, .index и .dtypes.

.shape показывает, сколько в датафрейме строк и колонок. Он возвращает пару значений (n\_rows, n\_columns). Сначала идут строки, потом колонки.

> orders.shape

(5009, 5)

В датафрейме 5009 строк и 5 колонок.

Окей, масштаб оценили. Теперь посмотрим, какая информация содержится в каждой колонке. С помощью .columns узнаем названия колонок:

> orders.columns

Index(['order\_date', 'ship\_mode', 'customer\_id', 'sales'], dtype='object')

Теперь видим, что в таблице есть дата заказа, метод доставки, номер клиента и выручка.

С помощью .dtypes узнаем типы данных, находящихся в каждой колонке и поймем, надо ли их обрабатывать. Бывает, что числа загружаются в виде текста. Если мы попробуем сложить две текстовых значения '1' + '1', то получим не число 2, а строку '11':

> orders.dtypes

order\_date object

ship\_mode object

customer\_id object

sales float64

dtype: object

Тип object — это текст, float64 — это дробное число типа 3,14.

C помощью атрибута .index посмотрим, как называются строки:

> orders.index

Int64Index([100006, 100090, 100293, 100328, 100363, 100391, 100678, 100706,

100762, 100860,

...

167570, 167920, 168116, 168613, 168690, 168802, 169320, 169488,

169502, 169551],

dtype='int64', name='id', length=5009)

Ожидаемо, в индексе датафрейма номера заказов: 100762, 100860 и так далее.

В колонке sales хранится стоимость каждого проданного товара. Чтобы узнать разброс значений, среднюю стоимость и медиану, используем метод .describe():

> orders.describe()

sales

count 5009.0

mean 458.6

std 954.7

min 0.6

25% 37.6

50% 152.0

75% 512.1

max 23661.2

Наконец, чтобы посмотреть на несколько примеров записей датафрейма, используем команды .head() и .sample(). Первая возвращает 6 записей из начала датафрейма. Вторая — 6 случайных записей:

> orders.head()

order\_date ship\_mode customer\_id sales

id

100006 2014-09-07 Standard DK-13375 377.970

100090 2014-07-08 Standard EB-13705 699.192

100293 2014-03-14 Standard NF-18475 91.056

100328 2014-01-28 Standard JC-15340 3.928

100363 2014-04-08 Standard JM-15655 21.376

Получив первое представление о датафреймах, теперь обсудим, как доставать из него данные.

## **Получаем данные из датафреймов**

Данные из датафреймов можно получать по-разному: указав номера колонок и строк, использовав условные операторы или язык запросов. Расскажу подробнее о каждом способе.

### Указываем нужные строки и колонки

Продолжаем анализировать продажи интернет-магазина, которые загрузили в предыдущем разделе. Допустим, я хочу вывести столбец sales. Для этого название столбца нужно заключить в квадратные скобки и поставить после них названия датафрейма: orders['sales']:

> orders['sales']

id

100006 377.970

100090 699.192

100293 91.056

100328 3.928

100363 21.376

100391 14.620

100678 697.074

100706 129.440

...

Обратите внимание, результат команды — новый датафрейм с таким же индексом.

Если нужно вывести несколько столбцов, в квадратные скобки нужно вставить список с их названиями: orders[['customer\_id', 'sales']]. Будьте внимательны: квадратные скобки стали двойными. Первые — от датафрейма, вторые — от списка:

> orders[['customer\_id', 'sales']]

customer\_id sales

id

100006 DK-13375 377.970

100090 EB-13705 699.192

100293 NF-18475 91.056

100328 JC-15340 3.928

100363 JM-15655 21.376

100391 BW-11065 14.620

100363 KM-16720 697.074

100706 LE-16810 129.440

...

Перейдем к строкам. Их можно фильтровать по индексу и по порядку. Например, мы хотим вывести только заказы 100363, 100391 и 100706, для этого есть команда .loc[]:

> show\_these\_orders = ['100363', '100363', '100706']

> orders.loc[show\_these\_orders]

order\_date ship\_mode customer\_id sales

id

100363 2014-04-08 Standard JM-15655 21.376

100363 2014-04-08 Standard JM-15655 21.376

100706 2014-12-16 Second LE-16810 129.440

А в другой раз бывает нужно достать просто заказы с 1 по 3 по порядку, вне зависимости от их номеров в таблицемы. Тогда используют команду .iloc[]:

> show\_these\_orders = [1, 2, 3]

> orders.iloc[show\_these\_orders]

order\_date ship\_mode customer\_id sales

id

100090 2014-04-08 Standard JM-15655 21.376

100293 2014-04-08 Standard JM-15655 21.376

100328 2014-12-16 Second LE-16810 129.440

Можно фильтровать датафреймы по колонкам и столбцам одновременно:

> columns = ['customer\_id', 'sales']

> rows = ['100363', '100363', '100706']

> orders.loc[rows][columns]

customer\_id sales

id

100363 JM-15655 21.376

100363 JM-15655 21.376

100706 LE-16810 129.440

...

Часто вы не знаете заранее номеров заказов, которые вам нужны. Например, если задача — получить заказы, стоимостью более 1000 рублей. Эту задачу удобно решать с помощью условных операторов.

### Если — то. Условные операторы

Задача: нужно узнать, откуда приходят самые большие заказы. Начнем с того, что достанем все покупки стоимостью более 1000 долларов:

> filter\_large = orders['sales'] > 1000

> orders.loc[filter\_slarge]

order\_date ship\_mode customer\_id sales

id

101931 2014-10-28 First TS-21370 1252.602

102673 2014-11-01 Standard KH-16630 1044.440

102988 2014-04-05 Second GM-14695 4251.920

103100 2014-12-20 First AB-10105 1107.660

103310 2014-05-10 Standard GM-14680 1769.784

...

Помните, в начале статьи я упоминал, что в сериях все операции применяются по-элементно? Так вот, операция orders['sales'] > 1000 идет по каждому элементу серии и, если условие выполняется, возвращает True. Если не выполняется — False. Получившуюся серию мы сохраняем в переменную filter\_large.

Вторая команда фильтрует строки датафрейма с помощью серии. Если элемент filter\_large равен True, заказ отобразится, если False — нет. Результат — датафрейм с заказами, стоимостью более 1000 долларов.

Интересно, сколько дорогих заказов было доставлено первым классом? Добавим в фильтр ещё одно условие:

> filter\_large = df['sales'] > 1000

> filter\_first\_class = orders['ship\_mode'] == 'First'

> orders.loc[filter\_large & filter\_first\_class]

order\_date ship\_mode customer\_id sales

id

101931 2014-10-28 First TS-21370 1252.602

103100 2014-12-20 First AB-10105 1107.660

106726 2014-12-06 First RS-19765 1261.330

112158 2014-12-02 First DP-13165 1050.600

116666 2014-05-08 First KT-16480 1799.970

...

Логика не изменилась. В переменную filter\_large сохранили серию, удовлетворяющую условию orders['sales'] > 1000. В filter\_first\_class — серию, удовлетворяющую orders['ship\_mode'] == 'First'.

Затем объединили обе серии с помощью логического ‘И’: filter\_first\_class & filter\_first\_class. Получили новую серию той же длины, в элементах которой True только у заказов, стоимостью больше 1000, доставленных первым классом. Таких условий может быть сколько угодно.

### Язык запросов

Еще один способ решить предыдущую задачу — использовать язык запросов. Все условия пишем одной строкой 'sales > 1000 & ship\_mode == 'First' и передаем ее в метод .query(). Запрос получается компактнее.

> orders.query('sales > 1000 & ship\_mode == First')

order\_date ship\_mode customer\_id sales

id

101931 2014-10-28 First TS-21370 1252.602

103100 2014-12-20 First AB-10105 1107.660

106726 2014-12-06 First RS-19765 1261.330

112158 2014-12-02 First DP-13165 1050.600

116666 2014-05-08 First KT-16480 1799.970

...

Отдельный кайф: значения для фильтров можно сохранить в переменной, а в запросе сослаться на нее с помощью символа @: sales > @sales\_filter.

> sales\_filter = 1000

> ship\_mode\_filter = 'First'

> orders.query('sales > @sales\_filter & ship\_mode > @ship\_mode\_filter')

order\_date ship\_mode customer\_id sales

id

101931 2014-10-28 First TS-21370 1252.602

103100 2014-12-20 First AB-10105 1107.660

106726 2014-12-06 First RS-19765 1261.330

112158 2014-12-02 First DP-13165 1050.600

116666 2014-05-08 First KT-16480 1799.970

...

Разобравшись, как получать куски данных из датафрейма, перейдем к тому, как считать агрегированные метрики: количество заказов, суммарную выручку, средний чек, конверсию.

## **Считаем производные метрики**

Задача: посчитаем, сколько денег магазин заработал с помощью каждого класса доставки. Начнем с простого — просуммируем выручку со всех заказов. Для этого используем метод .sum():

> orders['sales'].sum()

2297200.8603000003

Добавим класс доставки. Перед суммированием сгруппируем данные с помощью метода .groupby():

> orders.groupby('ship\_mode')['sales'].sum()

ship\_mode

First 3.514284e+05

Same Day 1.283631e+05

Second 4.591936e+05

Standard 1.358216e+06

3.514284e+05 — научный формат вывода чисел. Означает 3.51 \* 105. Нам такая точность не нужна, поэтому можем сказать Pandas, чтобы округлял значения до сотых:

> pd.options.display.float\_format = '{:,.1f}'.format

> orders.groupby('ship\_mode')['sales'].sum()

ship\_mode

First 351,428.4

Same Day 128,363.1

Second 459,193.6

Standard 1,358,215.7

Другое дело. Теперь видим сумму выручки по каждому классу доставки. По суммарной выручке неясно, становится лучше или хуже. Добавим разбивку по датам заказа:

> orders.groupby(['ship\_mode', 'order\_date'])['sales'].sum()

ship\_mode order\_date

First 2014-01-06 12.8

2014-01-11 9.9

2014-01-14 62.0

2014-01-15 149.9

2014-01-19 378.6

2014-01-26 152.6

...

Видно, что выручка прыгает ото дня ко дню: иногда 10 долларов, а иногда 378. Интересно, это меняется количество заказов или средний чек? Добавим к выборке количество заказов. Для этого вместо .sum() используем метод .agg(), в который передадим список с названиями нужных функций.

> orders.groupby(['ship\_mode', 'order\_date'])['sales'].agg(['sum', 'count'])

sum count

ship\_mode order\_date

First 2014-01-06 12.8 1

2014-01-11 9.9 1

2014-01-14 62.0 1

2014-01-15 149.9 1

2014-01-19 378.6 1

2014-01-26 152.6 1

...

Ого, получается, что это так прыгает средний чек. Интересно, а какой был самый удачный день? Чтобы узнать, отсортируем получившийся датафрейм: выведем 10 самых денежных дней по выручке:

> orders.groupby(['ship\_mode', 'order\_date'])['sales'].agg(['sum']).sort\_values(by='sum', ascending=False).head(10)

sum

ship\_mode order\_date

Standard 2014-03-18 26,908.4

2016-10-02 18,398.2

First 2017-03-23 14,299.1

Standard 2014-09-08 14,060.4

First 2017-10-22 13,716.5

Standard 2016-12-17 12,185.1

2017-11-17 12,112.5

2015-09-17 11,467.6

2016-05-23 10,561.0

2014-09-23 10,478.6

Команда разрослась, и её теперь неудобно читать. Чтобы упростить, можно разбить её на несколько строк. В конце каждой строки ставим обратный слеш \:

> orders \

... .groupby(['ship\_mode', 'order\_date'])['sales'] \

... .agg(['sum']) \

... .sort\_values(by='sum', ascending=False) \

... .head(10)

sum

ship\_mode order\_date

Standard 2014-03-18 26,908.4

2016-10-02 18,398.2

First 2017-03-23 14,299.1

Standard 2014-09-08 14,060.4

First 2017-10-22 13,716.5

Standard 2016-12-17 12,185.1

2017-11-17 12,112.5

2015-09-17 11,467.6

2016-05-23 10,561.0

2014-09-23 10,478.6

В самый удачный день — 18 марта 2014 года — магазин заработал 27 тысяч долларов с помощью стандартного класса доставки. Интересно, откуда были клиенты, сделавшие эти заказы? Чтобы узнать, надо объединить данные о заказах с данными о клиентах.

## **Объединяем несколько датафреймов**

До сих пор мы смотрели только на таблицу с заказами. Но ведь у нас есть еще данные о клиентах интернет-магазина. Загрузим их в переменную customers и посмотрим, что они собой представляют:

> customers = pd.read\_csv('customers.csv', index='id')

> customers.head()

name segment state city

id

CG-12520 Claire Gute Consumer Kentucky Henderson

DV-13045 Darrin Van Huff Corporate California Los Angeles

SO-20335 Sean O'Donnell Consumer Florida Fort Lauderdale

BH-11710 Brosina Hoffman Consumer California Los Angeles

AA-10480 Andrew Allen Consumer North Carolina Concord

Мы знаем тип клиента, место его проживания, его имя и имя контактного лица. У каждого клиента есть уникальный номер id. Этот же номер лежит в колонке customer\_id таблицы orders. Значит мы можем найти, какие заказы сделал каждый клиент. Например, посмотрим, заказы пользователя CG-12520:

> cust\_filter = 'CG-12520'

> orders.query('customer\_id == @cust\_filter')

order\_date ship\_mode customer\_id sales

id

CA-2016-152156 2016-11-08 Second CG-12520 993.90

CA-2017-164098 2017-01-26 First CG-12520 18.16

US-2015-123918 2015-10-15 Same Day CG-12520 136.72

Вернемся к задаче из предыдущего раздела: узнать, что за клиенты, которые сделали 18 марта заказы со стандартной доставкой. Для этого объединим таблицы с клиентами и заказами. Датафреймы объединяют с помощью методов .concat(), .merge() и .join(). Все они делают одно и то же, но отличаются синтаксисом — на практике достаточно уметь пользоваться одним из них.

Покажу на примере .merge():

> new\_df = pd.merge(orders, customers, how='inner', left\_on='customer\_id', right\_index=True)

> new\_df.columns

Index(['order\_date', 'ship\_mode', 'customer\_id', 'sales', 'name', 'segment',

'state', 'city'],

dtype='object')

В .merge() я сначала указал названия датафреймов, которые хочу объединить. Затем уточнил, как именно их объединить и какие колонки использовать в качестве ключа.

Ключ — это колонка, связывающая оба датафрейма. В нашем случае — номер клиента. В таблице с заказами он в колонке customer\_id, а таблице с клиентами — в индексе. Поэтому в команде мы пишем: left\_on='customer\_id', right\_index=True.

## **Решаем задачу**

Закрепим полученный материал, решив задачу. Найдем 5 городов, принесших самую большую выручку в 2016 году.

Для начала отфильтруем заказы из 2016 года:

> orders\_2016 = orders.query("order\_date >= '2016-01-01' & order\_date <= '2016-12-31'")

> orders\_2016.head()

order\_date ship\_mode customer\_id sales

id

100041 2016-11-20 Standard BF-10975 328.5

100083 2016-11-24 Standard CD-11980 24.8

100153 2016-12-13 Standard KH-16630 63.9

100244 2016-09-20 Standard GM-14695 475.7

100300 2016-06-24 Second MJ-17740 4,823.1

Город — это атрибут пользователей, а не заказов. Добавим информацию о пользователях:

> with\_customers\_2016 = pd.merge(customers, orders\_2016, how='inner', left\_index=True, right\_on='customer\_id')

Cруппируем получившийся датафрейм по городам и посчитаем выручку:

> grouped\_2016 = with\_customers\_2016.groupby('city')['sales'].sum()

> grouped\_2016.head()

city

Akron 1,763.0

Albuquerque 692.9

Amarillo 197.2

Arlington 5,672.1

Arlington Heights 14.1

Name: sales, dtype: float64

Отсортируем по убыванию продаж и оставим топ-5:

> top5 = grouped\_2016.sort\_values(ascending=False).head(5)

> print(top5)

city

New York City 53,094.1

Philadelphia 39,895.5

Seattle 33,955.5

Los Angeles 33,611.1

San Francisco 27,990.0

Name: sales, dtype: float64

**Matplotlib**

Matplotlib — библиотека на языке программирования Python для визуализации данных двумерной (2D) графикой (3D графика также поддерживается).

## **2.1. График линии**

Метод построения линии очень прост:

* есть массив абсцис (x);
* есть массив ординат (y);
* элементы с одинаковым индексом в этих массивах - это координаты точек на плоскости;
* последовательные точки соединяются линией.

Под массивами, подразумеваются списки, кортежи или массивы NumPy. Кстати, последние предоставляют гораздо больше удобств чем списки и кортежи, поэтому знание пакета NumPy может значительно упростить вам жизнь.

Давайте выполним следующий код:

%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((0, 1, 2, 3, 4, 5, 6, 7), (0, 3, 1, 2, 1, 5, 4, 0))

plt.show()

В результате мы получим вот такой простой график:
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Метод plt.plot(), в простейшем случае, принимает один аргумент - последовательность чисел, которая соответствует оси ординат (y), ось абсцис (x) строится автоматически от 0 до n, где n - это длинна массива ординат. Следующий код построит точно такой же график:

%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((0, 3, 1, 2, 1, 5, 4, 0))

plt.show()

Такой способ может оказаться полезным, если диапазон чисел на оси абцис для вас не важен. Однако, если диапазон или шаг все-таки важны, то их все же необходимо указать:

%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((-4, -3, -2, -1, 0, 1, 2, 3), (0, 3, 1, 2, 1, 5, 4, 0))

plt.show()
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%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((-0.4, -0.3, -0.2, -0.1, 0., 0.1, 0.2, 0.3), (0, 3, 1, 2, 1, 5, 4, 0))

plt.show()
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Еще один интересный момент - числа в массиве абсцис не обязательно должны быть последовательными, т.е. могут быть абсолютно произвольными, а соединяться линией будут так же только последовательные точки. Например:

%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((0, 0, 5, 4, 0), (0, 3, 2, 1, 0))

plt.show()
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Такое поведение очень удобно, когда вам необходимо строить плоские, замкнутые кривые или геометрические фигуры:

%matplotlib inline

import matplotlib.pyplot as plt

plt.plot((0, 0, 1, 1, 0), (0, 1, 1, 0, 0))

plt.plot((0.1, 0.5, 0.9, 0.1), (0.1, 0.9, 0.1, 0.1))

plt.show()

![matplotlib plot график линии с соединенными концами](data:image/png;base64,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)

Как вы заметили мы два раза использовали метод plt.plot(), передавая разные данные. С определенной натяжкой, можна сказать, что метод plt.plot() и занимается прорисовкой наших линий, а plt.show() отображением самого графика. Но мы оставим все подробности на потом и двинемся дальше.

## **2.2. График множества точек**

Единственное отличие графика множества точек от графика линии - точки не соединяются линией. Вот и все.

%matplotlib inline

import matplotlib.pyplot as plt

plt.scatter([0, 1, 2, 3, 4 , 5], [0, 1, 2, 3, 4 , 5])

plt.show()

![matplotlib scatter простейший график разброса](data:image/png;base64,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)

Все как и прежде двум соответствующим значениям из массивов соответствуют координаты точки.

Если у вас несколько множеств, то все их так же можно построить на одном графике:

%matplotlib inline

import matplotlib.pyplot as plt

plt.scatter([0, 1, 2, 3, 4 , 5], [0, 1, 2, 3, 4 , 5])

plt.scatter([1, 2, 3, 1, 2 , 1], [2, 3, 4, 3, 4 , 4])

plt.scatter([2, 3, 4, 3, 4 , 4], [1, 2, 3, 1, 2 , 1])

plt.show()
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## **2.3. Гистограммы**

Очень часто, данные удобно представлять в виде гистограмм. В самом простом случае, гистограмма - это множество прямоугольников, площадь которых (или высота) пропорциональна какой-нибудь величине. Например, осадки за 3 месяца: в июне выпало 10 мм, в июле - 15мм, в августе - 21 мм.

%matplotlib inline

import matplotlib.pyplot as plt

plt.bar([6, 7, 8], [10, 15, 21])

plt.show()
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Первый массив содержит номера месяцев, а второй массив - значения показателей. Эти прямоугольники построены вертикально, но их можно отображать и в горизонтальном виде:

%matplotlib inline

import matplotlib.pyplot as plt

plt.barh([6, 7, 8], [10, 15, 21])

plt.show()

![matplotlib bar простейшая горизонтальная столбчатая диаграмма (гистограмма)](data:image/png;base64,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)

Гистограммы могут отображать несколько наборов данных, что очень удобно для их сравнения:

%matplotlib inline

import matplotlib.pyplot as plt

plt.bar([6, 7, 8], [10, 15, 21])

plt.bar([6, 7, 8], [6, 12, 21])

plt.show()

![matplotlib bar простейшая столбчатая диаграмма (гистограмма) с несколькими наборами данных](data:image/png;base64,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)

Такой график мог бы отображать летние осадки за два года. Но вот в чем дело, прямоугольники строятся поверх друг друга и если они равны, как в случае наших осадков за август, то прямоугольники друг друга перекроют. Если указать небольшое смещение по оси x, то ситуация не улучшится:

%matplotlib inline

import matplotlib.pyplot as plt

plt.bar([6, 7, 8], [10, 15, 21])

plt.bar([6.5, 7.5, 8.5], [6, 12, 28])

plt.show()

![matplotlib bar простейшая горизонтальная столбчатая диаграмма (гистограмма) с смещением столбцов](data:image/png;base64,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)

График станет привлекательней, если сузить прямоугольники и расположить их без наложения друг на друга:

%matplotlib inline

import matplotlib.pyplot as plt

plt.bar([5.9, 6.9, 7.9], [10, 15, 21], width = 0.2)

plt.bar([6.1, 7.1, 8.1], [6, 12, 28], width = 0.2)

plt.show()
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[**Вебинар для iOS-разработчиков с опытом**](https://an.yandex.ru/count/WvuejI_zO9y3fHm0L31Gvwur8Are9WK0dmGnvpVlOG00000utBaoXfFitvZMxPkV0O01ZfojBOW1jiJetbMG0SYZhvdMW8200fW1oAElcLQW0S2e0S2u0QAcg-qVm042s06CjUGWu06sYOqEw07U0VW1WWYW0ixKgHQv0iDzNY9b3uuZy0AXvDQb3y3nOO03WwIYlm-80vt2suW2jWBu19gBWWU81RNApW6G1PgBWWUW1Oh_aGAe1VEfv06m1VEfv06u1VEfv0701OR9-W781PNQFz05X_LFWk0Eg0Q2u0x91dczGVoC76Gta0SSgGTSvcovPl-G0RW7j0QdwfJgSkuuw1mCGCaGgWiGzzLfzLpc001-BSzkNDRe2xNApW7m2mQ83DBvuRu1w0oR1fWDhgW_-Vg6ui-HXx8te0x0X3tSpFFbw-o_o0604DYwxHcG4D3WqkZLWgQTkC6W4D0GrOQO4O7n7Q4HKhWUXUjHoE3Hth8Fu16xliW1w17PWvZiWyxoweWWX2L1xuaP-sQuvWQe4w30miVFp8VT5k0Jywda0O0KW22858IfmyYTulcjym6W5FEfv06e59gBWWUkpEeHs1IQyBQF1k0K0UWKZ0B85TtMk8RY1T0Lcl2sZmRO5S6AzkoZZxpyO_2O5gxtX8y6eB0MiWF95j0MqldXlW7O5e4Nc1U_lBeFg1S9k1S1m1UrCj0Nq8O3s1UVe3xe5m6P6A0O2h0OgTwyZmQu607G627u6EI8jVctsjUlL80PgE-wefAIYvOTYHa080S000000A0Peh81i1cu6S3I6H9vOM9pNtDbSdPbSYzoDZ4rBJ7W6GBe6T06y1c0mWFu6QZSgXo16l__jrye3JE5Y1h0X3sO6jJ3Kx0QvOZOXhQLbuxZ0VKQ0G0009WRhgWti1jRk1i3wHi0000W8QRqGF0RWQSKWXmDEMn2EbLZC5fXDrfND-aSW1t_VvaTu1tLhfu5g1u1q1xdwVU2a__Zyf81s1xwsXw87____m6W7zYwxHcm7m787yQQiX3I7mKrCp0mDoeWGGGH1Xa4aNICw3P03eUDa8nbpBTBZcgB2MnywLpWwX47IB0GzWbYKiG6hsCNJNytoD30qHqKlJq12P7dSkFt3FLhIyGKNFTb-insw4kkpXVAAm4qAdbc9QpLUm_WboqXoyaN7bELz1ichxD1Oy2PhFkSmR4TVmVJ8-CBTxGnKbHMapSurX0TjSt30m00~1?stat-id=8&test-tag=430510568431121&banner-sizes=eyI3MjA1NzYwNTYwNzI1NDI0NCI6Ijg0OHg5MCJ9&format-type=119&actual-format=12&pcodever=53007&banner-test-tags=eyI3MjA1NzYwNTYwNzI1NDI0NCI6IjU3MzYxIn0%3D&pcode-active-testids=487926%2C0%2C36%3B458752%2C0%2C40&width=848&height=90)

[Ве­би­нар «До­пол­нен­ная ре­аль­ность(AR) в iOS при­ло­же­ниях» Ре­ги­стри­руй­тесь сей­час](https://an.yandex.ru/count/WvuejI_zO9y3fHm0L31Gvwur8Are9WK0dmGnvpVlOG00000utBaoXfFitvZMxPkV0O01ZfojBOW1jiJetbMG0SYZhvdMW8200fW1oAElcLQW0S2e0S2u0QAcg-qVm042s06CjUGWu06sYOqEw07U0VW1WWYW0ixKgHQv0iDzNY9b3uuZy0AXvDQb3y3nOO03WwIYlm-80vt2suW2jWBu19gBWWU81RNApW6G1PgBWWUW1Oh_aGAe1VEfv06m1VEfv06u1VEfv0701OR9-W781PNQFz05X_LFWk0Eg0Q2u0x91dczGVoC76Gta0SSgGTSvcovPl-G0RW7j0QdwfJgSkuuw1mCGCaGgWiGzzLfzLpc001-BSzkNDRe2xNApW7m2mQ83DBvuRu1w0oR1fWDhgW_-Vg6ui-HXx8te0x0X3tSpFFbw-o_o0604DYwxHcG4D3WqkZLWgQTkC6W4D0GrOQO4O7n7Q4HKhWUXUjHoE3Hth8Fu16xliW1w17PWvZiWyxoweWWX2L1xuaP-sQuvWQe4w30miVFp8VT5k0Jywda0O0KW22858IfmyYTulcjym6W5FEfv06e59gBWWUkpEeHs1IQyBQF1k0K0UWKZ0B85TtMk8RY1T0Lcl2sZmRO5S6AzkoZZxpyO_2O5gxtX8y6eB0MiWF95j0MqldXlW7O5e4Nc1U_lBeFg1S9k1S1m1UrCj0Nq8O3s1UVe3xe5m6P6A0O2h0OgTwyZmQu607G627u6EI8jVctsjUlL80PgE-wefAIYvOTYHa080S000000A0Peh81i1cu6S3I6H9vOM9pNtDbSdPbSYzoDZ4rBJ7W6GBe6T06y1c0mWFu6QZSgXo16l__jrye3JE5Y1h0X3sO6jJ3Kx0QvOZOXhQLbuxZ0VKQ0G0009WRhgWti1jRk1i3wHi0000W8QRqGF0RWQSKWXmDEMn2EbLZC5fXDrfND-aSW1t_VvaTu1tLhfu5g1u1q1xdwVU2a__Zyf81s1xwsXw87____m6W7zYwxHcm7m787yQQiX3I7mKrCp0mDoeWGGGH1Xa4aNICw3P03eUDa8nbpBTBZcgB2MnywLpWwX47IB0GzWbYKiG6hsCNJNytoD30qHqKlJq12P7dSkFt3FLhIyGKNFTb-insw4kkpXVAAm4qAdbc9QpLUm_WboqXoyaN7bELz1ichxD1Oy2PhFkSmR4TVmVJ8-CBTxGnKbHMapSurX0TjSt30m00~1?stat-id=8&test-tag=430510568431121&banner-sizes=eyI3MjA1NzYwNTYwNzI1NDI0NCI6Ijg0OHg5MCJ9&format-type=119&actual-format=12&pcodever=53007&banner-test-tags=eyI3MjA1NzYwNTYwNzI1NDI0NCI6IjU3MzYxIn0%3D&pcode-active-testids=487926%2C0%2C36%3B458752%2C0%2C40&width=848&height=90)

[Узнать больше](https://an.yandex.ru/count/WvuejI_zO9y3fHm0L31Gvwur8Are9WK0dmGnvpVlOG00000utBaoXfFitvZMxPkV0O01ZfojBOW1jiJetbMG0SYZhvdMW8200fW1oAElcLQW0S2e0S2u0QAcg-qVm042s06CjUGWu06sYOqEw07U0VW1WWYW0ixKgHQv0iDzNY9b3uuZy0AXvDQb3y3nOO03WwIYlm-80vt2suW2jWBu19gBWWU81RNApW6G1PgBWWUW1Oh_aGAe1VEfv06m1VEfv06u1VEfv0701OR9-W781PNQFz05X_LFWk0Eg0Q2u0x91dczGVoC76Gta0SSgGTSvcovPl-G0RW7j0QdwfJgSkuuw1mCGCaGgWiGzzLfzLpc001-BSzkNDRe2xNApW7m2mQ83DBvuRu1w0oR1fWDhgW_-Vg6ui-HXx8te0x0X3tSpFFbw-o_o0604DYwxHcG4D3WqkZLWgQTkC6W4D0GrOQO4O7n7Q4HKhWUXUjHoE3Hth8Fu16xliW1w17PWvZiWyxoweWWX2L1xuaP-sQuvWQe4w30miVFp8VT5k0Jywda0O0KW22858IfmyYTulcjym6W5FEfv06e59gBWWUkpEeHs1IQyBQF1k0K0UWKZ0B85TtMk8RY1T0Lcl2sZmRO5S6AzkoZZxpyO_2O5gxtX8y6eB0MiWF95j0MqldXlW7O5e4Nc1U_lBeFg1S9k1S1m1UrCj0Nq8O3s1UVe3xe5m6P6A0O2h0OgTwyZmQu607G627u6EI8jVctsjUlL80PgE-wefAIYvOTYHa080S000000A0Peh81i1cu6S3I6H9vOM9pNtDbSdPbSYzoDZ4rBJ7W6GBe6T06y1c0mWFu6QZSgXo16l__jrye3JE5Y1h0X3sO6jJ3Kx0QvOZOXhQLbuxZ0VKQ0G0009WRhgWti1jRk1i3wHi0000W8QRqGF0RWQSKWXmDEMn2EbLZC5fXDrfND-aSW1t_VvaTu1tLhfu5g1u1q1xdwVU2a__Zyf81s1xwsXw87____m6W7zYwxHcm7m787yQQiX3I7mKrCp0mDoeWGGGH1Xa4aNICw3P03eUDa8nbpBTBZcgB2MnywLpWwX47IB0GzWbYKiG6hsCNJNytoD30qHqKlJq12P7dSkFt3FLhIyGKNFTb-insw4kkpXVAAm4qAdbc9QpLUm_WboqXoyaN7bELz1ichxD1Oy2PhFkSmR4TVmVJ8-CBTxGnKbHMapSurX0TjSt30m00~1?stat-id=8&test-tag=430510568431121&banner-sizes=eyI3MjA1NzYwNTYwNzI1NDI0NCI6Ijg0OHg5MCJ9&format-type=119&actual-format=12&pcodever=53007&banner-test-tags=eyI3MjA1NzYwNTYwNzI1NDI0NCI6IjU3MzYxIn0%3D&pcode-active-testids=487926%2C0%2C36%3B458752%2C0%2C40&width=848&height=90" \t "_blank)

[otus.ru](https://an.yandex.ru/count/WvuejI_zO9y3fHm0L31Gvwur8Are9WK0dmGnvpVlOG00000utBaoXfFitvZMxPkV0O01ZfojBOW1jiJetbMG0SYZhvdMW8200fW1oAElcLQW0S2e0S2u0QAcg-qVm042s06CjUGWu06sYOqEw07U0VW1WWYW0ixKgHQv0iDzNY9b3uuZy0AXvDQb3y3nOO03WwIYlm-80vt2suW2jWBu19gBWWU81RNApW6G1PgBWWUW1Oh_aGAe1VEfv06m1VEfv06u1VEfv0701OR9-W781PNQFz05X_LFWk0Eg0Q2u0x91dczGVoC76Gta0SSgGTSvcovPl-G0RW7j0QdwfJgSkuuw1mCGCaGgWiGzzLfzLpc001-BSzkNDRe2xNApW7m2mQ83DBvuRu1w0oR1fWDhgW_-Vg6ui-HXx8te0x0X3tSpFFbw-o_o0604DYwxHcG4D3WqkZLWgQTkC6W4D0GrOQO4O7n7Q4HKhWUXUjHoE3Hth8Fu16xliW1w17PWvZiWyxoweWWX2L1xuaP-sQuvWQe4w30miVFp8VT5k0Jywda0O0KW22858IfmyYTulcjym6W5FEfv06e59gBWWUkpEeHs1IQyBQF1k0K0UWKZ0B85TtMk8RY1T0Lcl2sZmRO5S6AzkoZZxpyO_2O5gxtX8y6eB0MiWF95j0MqldXlW7O5e4Nc1U_lBeFg1S9k1S1m1UrCj0Nq8O3s1UVe3xe5m6P6A0O2h0OgTwyZmQu607G627u6EI8jVctsjUlL80PgE-wefAIYvOTYHa080S000000A0Peh81i1cu6S3I6H9vOM9pNtDbSdPbSYzoDZ4rBJ7W6GBe6T06y1c0mWFu6QZSgXo16l__jrye3JE5Y1h0X3sO6jJ3Kx0QvOZOXhQLbuxZ0VKQ0G0009WRhgWti1jRk1i3wHi0000W8QRqGF0RWQSKWXmDEMn2EbLZC5fXDrfND-aSW1t_VvaTu1tLhfu5g1u1q1xdwVU2a__Zyf81s1xwsXw87____m6W7zYwxHcm7m787yQQiX3I7mKrCp0mDoeWGGGH1Xa4aNICw3P03eUDa8nbpBTBZcgB2MnywLpWwX47IB0GzWbYKiG6hsCNJNytoD30qHqKlJq12P7dSkFt3FLhIyGKNFTb-insw4kkpXVAAm4qAdbc9QpLUm_WboqXoyaN7bELz1ichxD1Oy2PhFkSmR4TVmVJ8-CBTxGnKbHMapSurX0TjSt30m00~1?stat-id=8&test-tag=430510568431121&banner-sizes=eyI3MjA1NzYwNTYwNzI1NDI0NCI6Ijg0OHg5MCJ9&format-type=119&actual-format=12&pcodever=53007&banner-test-tags=eyI3MjA1NzYwNTYwNzI1NDI0NCI6IjU3MzYxIn0%3D&pcode-active-testids=487926%2C0%2C36%3B458752%2C0%2C40&width=848&height=90" \t "_blank)

РЕКЛАМА

## **2.4. Круговые диаграммы**

Если вам необходимо наглядно отобразить соотношение частей целого, то лучше воспользоваться круговой диаграммой. Например, в компании работают 50 человек из них 40 женщи и 10 мужчин:

%matplotlib inline

import matplotlib.pyplot as plt

plt.pie([40, 10])

plt.show()
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Все предельно просто - количество элементов в массиве определяет количество клиньев, а величина значений определяет их площадь:

%matplotlib inline

import matplotlib.pyplot as plt

plt.pie([5, 13, 21, 27, 10, 17])

plt.show()
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## **2.5. Ящик с усами**

Данный тип графиков действительно похож на ящик с усами (если повернуть монитор на 90o):

%matplotlib inline

import matplotlib.pyplot as plt

plt.boxplot([1, 5, 7, 4, 6, 10])

plt.show()

![matplotlib bar простейшая диаграмма размаха (ящик с усами)](data:image/png;base64,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)

Но на самом деле этот ящик с усами является диаграммой размаха, служит для отображения случайной величины и несет в себе достаточно много информации. Во первых, внутри ящика оранжевой линией отмечена медиана элементов массива - это такое значение которое меньше и больше ровно половины элементов массива. В нашем случае, это значение равно 5.5 и как нетрудно заметить половина элементов меньше его, а другая больше. Его границами служат 25-й и 75-й процентили (4.25 и 6.75 для нашего массива). Ну а усами, собственно (как правило) максимальное и минимальное значение в наборе данных. Вот такой непростой, но очень полезный ящик.

Иногда на графике, рядом с усами появляются одна или две точки. Такие точки обозначают выбросы - значения которые находятся очень далеко от статистически значимой части данных:

%matplotlib inline

import matplotlib.pyplot as plt

plt.boxplot([[1, 5, 7, 4, 6, 10, 15],

[-2, 5, 7, 4, 6, 10, 15],

[-4, 5, 7, 4, 6, 10]])

plt.show()

![matplotlib bar простейшая диаграмма размаха (ящик с усами), имеющий точки выброса](data:image/png;base64,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)

Как не трудно догадаться, в основе данного типа графиков находится статистическая подоплека и наиболее полезен он именно в этой области.

**Объектно-ориентированное программирование**

Наиболее классическое определение, к которому прибегают при необходимости объяснить что такое ООП, это — «способ моделирования реального мира».‎ Можно предположить, что ООП делает код более простым и наглядным, однако такая формулировка слишком размыта и уклончива, она не открывает самой сути ООП.

ООП стоит на трёх китах:

Инкапсуляция — способ спрятать сложную логику внутри класса, предоставив программисту лаконичный и понятный интерфейс для взаимодействия с сущностью.

Наследование — способ легко и просто расширить существующий класс, дополнив его функциональностью.

Полиморфизм — принцип «один интерфейс — множество реализаций». Например, метод print может вывести текст на экран, распечатать его на бумаге или вовсе записать в файл.

Если резюмировать: ООП даёт контроль над зависимостями в коде. Это способ сделать так, чтобы высокоуровневый код не зависел от низкоуровневой реализации. ООП позволяет вести разработку раздельно, поскольку взаимодействие между сущностями определено интерфейсами.

-

Самый простой способ объяснить и понять ООП — воспользоваться метафорой. Метафорой объекта в ООП является объект реального мира, например, человек. Объекты надо отличать между собой и у них есть что-то, что их определяет. Например, для человека это может быть имя, когда мы говорим про нашего знакомого Васю, и все понимают о ком речь. Люди неким образом похожи друг на друга. Подмножество людей, обладающих одинаковым набором свойств (имя, фамилия, возраст и т.д.) и общим поведением, будет называться класс. Возьмем для примера сотрудников нашей компании. Для каждого из нас определен департамент (я, например, в департаменте разработки ПО числюсь, ДРПО), должность, уровень зарплаты и т.д. Эти свойства обычно определяют в момент, когда в компанию приходит новый сотрудник. У человека можно запросить информацию по его навыкам или попросить помочь коллеге — это общее поведение для всех сотрудников.

Зарплату сотрудника знает он сам, его руководитель и бухгалтер, остальные — нет. Такое сокрытие данных называется инкапсуляция. Какие свойства и поведение будет доступно другим объектам обычно определяется на уровне класса. Руководитель отдела также является сотрудником, но он обладает рядом дополнительных свойств, например, у него есть подчиненные. Таким образом класс «руководитель», расширяет класс «сотрудник» или, другими словами, происходит наследование. При этом между классами устанавливается отношение «является» — то есть любой руководитель является сотрудником, но не наоборот — не каждый сотрудник является руководителем. Если у класса больше одного наследника, то образуется иерархия. Классы, которые являются родственниками в иерархии не связаны отношением «является», например, бухгалтер является сотрудником, но бухгалтер не является руководителем.

При помощи этих правил иерархию можно проверить на корректность. Если взять ведомость со списком всех сотрудников, в нее очевидным образом попадут и руководители, и бухгалтеры, но в общем списке они не будут отличаться от других сотрудников. Если мы захотим уточнить список подчиненных у каждого руководителя, то нам понадобится подготовить отдельную ведомость со свойствами, специфичными для класса «руководитель». Такое свойство объектов называется полиморфизмом, где состав свойств и поведение будет определяться классом, через который мы смотрим на объект: мы можем обращаться к объекту, как и к любому из предков его класса, но это не верно для потомков или других родственников.

Так мы рассмотрели, как связаны объекты и классы, и такие понятия, как: инкапсуляция, наследование и полиморфизм. Все это — базовые понятия ООП.

-

Методология объектно-ориентированного программирования (ООП) подразумевает представление всей программы или ее частей объектами. У каждого объекта есть тип — в ООП он называется классом. Классы можно объявлять или наследовать и создавать из них экземпляры. Собственно, объект — это и есть экземпляр класса.

Обычно объект объединяет в себе данные и методы для работы с ними. Представим, что у нас есть тип «Позвоночное существо», у которого есть свойство «Класс». У каждого из Позвоночных существ это свойство равно одному из пяти значений: Рыба, Земноводное, Птица, Пресмыкающееся, Млекопитающее. Добавим метод получить\_класс — он будет возвращать это значение. Далее объявим тип «Человек», который наследует типу «Позвоночное существо». Создадим несколько экземпляров: Иван Иванов, Марина Иванова, Антон Антонов. Добавим присущие только Человеку свойства: Имя и Фамилию. У каждого из них будет метод получить\_имя/получить\_фамилию, а также перешедший от Позвоночного существа метод получить\_класс.

Так можно продолжать сколь угодно долго: повторно описывать методы родительских классов нам не нужно, и любой экземпляр класса будет обладать заявленными свойствами.

Основные задачи ООП — структурировать код, повысить его читабельность и ускорить понимание логики программы. Косвенно выполняются и другие задачи: например, повышается безопасность кода и сокращается его дублирование.

Дело в том, что человеку гораздо удобнее работать с реальными объектами, чем отдельно с набором данных и функциями. Представляя данные в программе как свойства объекта, а функции по обработке данных — как возможные методы объекта, мы приближаем процесс программирования к процессу описания метода решения задачи. Это достигается за счет добавления знакомой человеку структуры абстракций: ведь даже язык, на котором мы говорим, следует принципам ООП. У каждой буквы есть произношение и написание, каждое слово включает буквы и имеет свое произношение и написание, то же верно и для предложений, и для более крупных конструкций. Все в этом мире — объект!

Главное, о чем не стоит забывать: ООП — это не единственная парадигма. У нее есть свои плюсы и минусы, для каких-то задач она подходит, для каких-то — нет. Например, ООП не даст особых преимуществ, если вы пишете «однострочники» и простые скрипты. Однако в больших проектах неразделенный на отдельные сущности код быстро превратится в «лапшу» и перестанет читаться, и ООП здесь сильно упростит работу.